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We are going to use data from a marketing campaign implemented by a major banking institution. The outcome, y, is whether a bank salesperson was able to get a client to sign up for a term deposit (and is labeled 0 for no, and 1 for yes). The objective is to utilize classification algorithms to help the bank management and sales team understand how to maximize clients signing up for a term deposit.

1. **Import the “banking\_data.csv” dataset into your R Studio.**

> banking<-read.csv("C:/Analytics/Intermediate Analytics/Assignment 4/banking\_data.csv")

> str(banking)

'data.frame': 41188 obs. of 16 variables:

$ X : int 1 2 3 4 5 6 7 8 9 10 ...

$ age : int 56 57 37 40 56 45 59 41 24 25 ...

$ marital : Factor w/ 4 levels "divorced","married",..: 2 2 2 2 2 2 2 2 3 3 ...

$ education : int 0 1 1 0 1 0 2 NA 2 1 ...

$ occupation: int 0 0 0 1 0 0 1 0 1 0 ...

$ default : Factor w/ 3 levels "no","unknown",..: 1 2 1 1 1 2 1 2 1 1 ...

$ housing : Factor w/ 3 levels "no","unknown",..: 1 1 3 1 1 1 1 1 3 3 ...

$ contact : Factor w/ 2 levels "cellular","telephone": 2 2 2 2 2 2 2 2 2 2 ...

$ quarter : int 0 0 0 0 0 0 0 0 0 0 ...

$ day : int 1 1 1 1 1 1 1 1 1 1 ...

$ duration : int 261 149 226 151 307 198 139 217 380 50 ...

$ campaign : int 1 1 1 1 1 1 1 1 1 1 ...

$ pdays : int 999 999 999 999 999 999 999 999 999 999 ...

$ previous : int 0 0 0 0 0 0 0 0 0 0 ...

$ poutcome : Factor w/ 3 levels "failure","nonexistent",..: 2 2 2 2 2 2 2 2 2 2 ...

$ y

2. To start, let’s calculate the probability that any contacted client signs up for a term deposit. Please fit an intercepts-only logistic regression model to the banking data (recall that an intercept only model can be fit in R as follows: y~1). Using your estimate for the intercept calculate the probability that y=1 using the formula . Confirm that this is correct by constructing a table for the outcome variable, y with no in one column and yes in the other column). Use these values to calculate the probability by hand. Do they match? [Note, a good library for constructing tables is library(gmodels) with the function: CrossTable(y)].

> logistic\_model<-glm(formula = y~1,family = binomial(link="logit"),data=banking)

> summary(logistic\_model)

- Call:

glm(formula = y ~ 1, family = binomial(link = "logit"), data = banking)

Deviance Residuals:

Min 1Q Median 3Q Max

-0.4889 -0.4889 -0.4889 -0.4889 2.0897

Coefficients:

Estimate Std. Error z value Pr(>|z|)

(Intercept) -2.06391 0.01558 -132.4 <2e-16 \*\*\*

--

Signif. codes: 0 ‘\*\*\*’ 0.001 ‘\*\*’ 0.01 ‘\*’ 0.05 ‘.’ 0.1 ‘ ’ 1

(Dispersion parameter for binomial family taken to be 1)

Null deviance: 28999 on 41187 degrees of freedom

Residual deviance: 28999 on 41187 degrees of freedom

AIC: 29001

Number of Fisher Scoring iterations: 4

> q<-logistic\_model$coefficients

> w<-exp(q)/(1+exp(q))

> CrossTable(banking$y)

Cell Contents

|-------------------------|

| N |

| N / Table Total |

|-------------------------|

Total Observations in Table: 41188

| no | yes |

|-----------|-----------|

| 36548 | 4640 |

| 0.887 | 0.113 |

|-----------|-----------|

3. Next, the bank marketing team would like to know whether their campaign was more successful among lower vs. higher educated clients. Construct a logistic regression model to answer this question. [Remember to use factor(education) in your model so that R treats this as a categorical variable]. What is the Odds Ratio for the highest education group (education=2) compared to the lowest education group (education=0)? How would you interpret this in plain words to the marketing team? Is this a significant association? What is the probability that the lowest education group (education=0) signed up for a term deposit (y=1) in response to this campaign? What is the probability that the highest education group (education=2) signed up for a term deposit (y=1) in response to this campaign?

> logistic\_model2 <- glm(y ~factor(education==0), family=binomial(link="logit"), data=banking)

> summary(logistic\_model2)

Call:

glm(formula = y ~ factor(education == 0), family = binomial(link = "logit"),

data = banking)

Deviance Residuals:

Min 1Q Median 3Q Max

-0.5110 -0.5110 -0.5110 -0.4272 2.2088

Coefficients:

Estimate Std. Error z value Pr(>|z|)

(Intercept) -1.96981 0.01859 -105.9 <2e-16 \*\*\*

factor(education == 0)TRUE -0.37821 0.03672 -10.3 <2e-16 \*\*\*

---

Signif. codes: 0 ‘\*\*\*’ 0.001 ‘\*\*’ 0.01 ‘\*’ 0.05 ‘.’ 0.1 ‘ ’ 1

(Dispersion parameter for binomial family taken to be 1)

Null deviance: 27548 on 39456 degrees of freedom

Residual deviance: 27437 on 39455 degrees of freedom

(1731 observations deleted due to missingness)

AIC: 27441

Number of Fisher Scoring iterations: 5

> logistic\_model3<- glm(y ~factor(education==1), family=binomial(link="logit"), data=banking)

> summary(logistic\_model3)

Call:

glm(formula = y ~ factor(education == 1), family = binomial(link = "logit"),

data = banking)

Deviance Residuals:

Min 1Q Median 3Q Max

-0.4878 -0.4878 -0.4878 -0.4789 2.1082

Coefficients:

Estimate Std. Error z value Pr(>|z|)

(Intercept) -2.06896 0.01831 -112.972 <2e-16 \*\*\*

factor(education == 1)TRUE -0.03869 0.03772 -1.026 0.305

---

Signif. codes: 0 ‘\*\*\*’ 0.001 ‘\*\*’ 0.01 ‘\*’ 0.05 ‘.’ 0.1 ‘ ’ 1

(Dispersion parameter for binomial family taken to be 1)

Null deviance: 27548 on 39456 degrees of freedom

Residual deviance: 27547 on 39455 degrees of freedom

(1731 observations deleted due to missingness)

AIC: 27551

Number of Fisher Scoring iterations: 4

**4. Next, the sales team would like to know which day of the week is best to contact clients. Which day of the week yielded the highest probability of client term deposit sign ups?**

> #part 4

> best\_day<-glm(y~factor(day),family=binomial(link = "logit"),data=banking)

> summary(best\_day)

Call:

glm(formula = y ~ factor(day), family = binomial(link = "logit"),

data = banking)

Deviance Residuals:

Min 1Q Median 3Q Max

-0.5083 -0.5007 -0.4981 -0.4578 2.1484

Coefficients:

Estimate Std. Error z value Pr(>|z|)

(Intercept) -2.20298 0.03621 -60.847 < 2e-16 \*\*\*

factor(day)2 0.18955 0.05000 3.791 0.000150 \*\*\*

factor(day)3 0.17864 0.05004 3.570 0.000357 \*\*\*

factor(day)4 0.22175 0.04899 4.527 5.99e-06 \*\*\*

factor(day)5 0.09255 0.05134 1.803 0.071444 .

---

Signif. codes: 0 ‘\*\*\*’ 0.001 ‘\*\*’ 0.01 ‘\*’ 0.05 ‘.’ 0.1 ‘ ’ 1

(Dispersion parameter for binomial family taken to be 1)

Null deviance: 28999 on 41187 degrees of freedom

Residual deviance: 28972 on 41183 degrees of freedom

AIC: 28982

Number of Fisher Scoring iterations: 4

> CrossTable(banking$day,banking$y)

Cell Contents

|-------------------------|

| N |

| Chi-square contribution |

| N / Row Total |

| N / Col Total |

| N / Table Total |

|-------------------------|

Total Observations in Table: 41188

| banking$y

banking$day | no | yes | Row Total |

-------------|-----------|-----------|-----------|

1 | 7667 | 847 | 8514 |

| 1.664 | 13.111 | |

| 0.901 | 0.099 | 0.207 |

| 0.210 | 0.183 | |

| 0.186 | 0.021 | |

-------------|-----------|-----------|-----------|

2 | 7137 | 953 | 8090 |

| 0.241 | 1.901 | |

| 0.882 | 0.118 | 0.196 |

| 0.195 | 0.205 | |

| 0.173 | 0.023 | |

-------------|-----------|-----------|-----------|

3 | 7185 | 949 | 8134 |

| 0.148 | 1.165 | |

| 0.883 | 0.117 | 0.197 |

| 0.197 | 0.205 | |

| 0.174 | 0.023 | |

-------------|-----------|-----------|-----------|

4 | 7578 | 1045 | 8623 |

| 0.708 | 5.574 | |

| 0.879 | 0.121 | 0.209 |

| 0.207 | 0.225 | |

| 0.184 | 0.025 | |

-------------|-----------|-----------|-----------|

5 | 6981 | 846 | 7827 |

| 0.184 | 1.449 | |

| 0.892 | 0.108 | 0.190 |

| 0.191 | 0.182 | |

| 0.169 | 0.021 | |

-------------|-----------|-----------|-----------|

Column Total | 36548 | 4640 | 41188 |

| 0.887 | 0.113 | |

-------------|-----------|-----------|-----------|

> prob1<-exp(coef(best\_day)[1])

> prob1

(Intercept)

0.1104735

> prob2<-exp(coef(best\_day)[1]) + exp(coef(best\_day)[2])

> prob2

(Intercept)

1.319175

> prob3<-exp(coef(best\_day)[1]) + exp(coef(best\_day)[3])

> prob3

(Intercept)

1.306061

> prob4<-exp(coef(best\_day)[1]) + exp(coef(best\_day)[4])

> prob4

(Intercept)

1.35873

> prob5<-exp(coef(best\_day)[1]) + exp(coef(best\_day)[5])

> prob5

(Intercept)

1.207444

> #probability for each day

> prob1/(1+prob1)

(Intercept)

0.09948321

> prob2/(1+prob2)

(Intercept)

0.5688123

> prob3/(1+prob3)

(Intercept)

0.5663602

> prob4/(1+prob4)

(Intercept)

0.576043

> prob5/(1+prob5)

(Intercept)

0.5469873

From the above we can observe that Day 4 that is Thursday has the highest probability where as Day 1 that is Monday has the lowest probability.

5. Lastly, the IT team would like to build a program that prompts sales personnel to up their game when speaking to a client with a high probability of signing up. But first, they need you to build a predictive model. First, split the data into a training dataset and a test dataset, with 80% of observations randomly going to the training data and 20% randomly going to the test data. Then, using any or all of the data at your disposal please fit a logistic regression model with y as the outcome and the training data for the dataset. Next, use the predict function to get predicted values of the outcome from the test dataset (simulating future data). What percent of cases did you get correct (i.e., what was the prediction accuracy of your model)? Use a cut-off of 0.5 for translating your predicted probabilities into values of “yes” and “no”.

* 1. Can we improve our prediction accuracy by utilizing the optimalCutoff() function? How about by using a classification tree model instead of a logistic regression?

**Solution:**

> set.seed(123)

> row.number <- sample(x=1:nrow(banking), size=0.8\*nrow(banking))

> train = banking[row.number,]

> test = banking[-row.number,]

> head(train)

X age marital education occupation default housing contact

11845 11845 33 single 2 1 no unknown telephone

32468 32468 28 married 1 0 no yes cellular

16845 16845 48 married 2 1 no yes telephone

36368 36368 24 single 1 2 no no cellular

38733 38733 45 single 2 1 no unknown cellular

1877 1877 33 divorced 2 1 no no telephone

quarter day duration campaign pdays previous poutcome y

11845 1 5 38 5 999 0 nonexistent no

32468 0 5 237 4 999 0 nonexistent no

16845 1 4 154 1 999 0 nonexistent no

36368 1 2 253 1 999 0 nonexistent no

38733 2 2 133 3 999 1 failure no

1877 0 5 279 1 999 0 nonexistent no

>

> model<-glm(y~.,data=train, family="binomial")

> step(model,direction = "backward")

Start: AIC=13837.12

y ~ X + age + marital + education + occupation + default + housing +

contact + quarter + day + duration + campaign + pdays + previous +

poutcome

Df Deviance AIC

- housing 2 13796 13834

- day 1 13796 13836

- quarter 1 13796 13836

- previous 1 13797 13837

<none> 13795 13837

- education 1 13803 13843

- marital 3 13808 13844

- age 1 13806 13846

- contact 1 13817 13857

- pdays 1 13825 13865

- default 2 13833 13871

- campaign 1 13832 13872

- poutcome 2 13837 13875

- occupation 1 13845 13885

- X 1 15190 15230

- duration 1 18066 18106

Step: AIC=13834.03

y ~ X + age + marital + education + occupation + default + contact +

quarter + day + duration + campaign + pdays + previous +

poutcome

Df Deviance AIC

- day 1 13797 13833

- quarter 1 13797 13833

- previous 1 13798 13834

<none> 13796 13834

- education 1 13804 13840

- marital 3 13809 13841

- age 1 13807 13843

- contact 1 13818 13854

- pdays 1 13826 13862

- default 2 13834 13868

- campaign 1 13833 13869

- poutcome 2 13838 13872

- occupation 1 13846 13882

- X 1 15190 15226

- duration 1 18069 18105

Step: AIC=13832.61

y ~ X + age + marital + education + occupation + default + contact +

quarter + duration + campaign + pdays + previous + poutcome

Df Deviance AIC

- quarter 1 13798 13832

- previous 1 13798 13832

<none> 13797 13833

- education 1 13804 13838

- marital 3 13809 13839

- age 1 13808 13842

- contact 1 13819 13853

- pdays 1 13826 13860

- default 2 13835 13867

- campaign 1 13833 13867

- poutcome 2 13838 13870

- occupation 1 13847 13881

- X 1 15192 15226

- duration 1 18077 18111

Step: AIC=13831.87

y ~ X + age + marital + education + occupation + default + contact +

duration + campaign + pdays + previous + poutcome

Df Deviance AIC

- previous 1 13800 13832

<none> 13798 13832

- education 1 13806 13838

- marital 3 13810 13838

- age 1 13810 13842

- contact 1 13820 13852

- pdays 1 13828 13860

- default 2 13837 13867

- campaign 1 13835 13867

- poutcome 2 13840 13870

- occupation 1 13850 13882

- X 1 15194 15226

- duration 1 18077 18109

Step: AIC=13831.56

y ~ X + age + marital + education + occupation + default + contact +

duration + campaign + pdays + poutcome

Df Deviance AIC

<none> 13800 13832

- education 1 13808 13838

- marital 3 13812 13838

- age 1 13811 13841

- contact 1 13822 13852

- campaign 1 13836 13866

- default 2 13838 13866

- pdays 1 13840 13870

- occupation 1 13852 13882

- poutcome 2 13872 13900

- X 1 15208 15238

- duration 1 18080 18110

Call: glm(formula = y ~ X + age + marital + education + occupation +

default + contact + duration + campaign + pdays + poutcome,

family = "binomial", data = train)

Coefficients:

(Intercept) X age

-5.9365086 0.0001033 0.0076837

maritalmarried maritalsingle maritalunknown

0.0086800 0.1941717 -0.4412506

education occupation defaultunknown

0.0831892 0.2965930 -0.4678314

defaultyes contacttelephone duration

-8.0656900 0.3071242 0.0045741

campaign pdays poutcomenonexistent

-0.0776053 -0.0015116 0.5390568

poutcomesuccess

0.7400797

Degrees of Freedom: 31385 Total (i.e. Null); 31370 Residual

(1564 observations deleted due to missingness)

Null Deviance: 22000

Residual Deviance: 13800 AIC: 13830

>

> model2<-glm(y ~ X + age + marital + education + occupation +

+ +default + contact + duration + campaign + pdays + poutcome,family = "binomial", data = train)

> model2

Call: glm(formula = y ~ X + age + marital + education + occupation +

+default + contact + duration + campaign + pdays + poutcome,

family = "binomial", data = train)

Coefficients:

(Intercept) X age

-5.9365086 0.0001033 0.0076837

maritalmarried maritalsingle maritalunknown

0.0086800 0.1941717 -0.4412506

education occupation defaultunknown

0.0831892 0.2965930 -0.4678314

defaultyes contacttelephone duration

-8.0656900 0.3071242 0.0045741

campaign pdays poutcomenonexistent

-0.0776053 -0.0015116 0.5390568

poutcomesuccess

0.7400797

Degrees of Freedom: 31385 Total (i.e. Null); 31370 Residual

(1564 observations deleted due to missingness)

Null Deviance: 22000

Residual Deviance: 13800 AIC: 13830

>

> #predicted values of outcome from test dataset

> predicted\_value<-predict(model2,newdata = test,type = "response")

> head(predicted\_value,1)

20

0.004229497

>

> test$y\_pred\_num <- ifelse(predicted\_value> 0.5, 1, 0)

> str(test)

'data.frame': 8238 obs. of 17 variables:

$ X : int 20 25 51 54 55 59 66 67 75 85 ...

$ age : int 39 37 54 53 55 55 37 44 37 38 ...

$ marital : Factor w/ 4 levels "divorced","married",..: 3 2 2 3 2 2 2 3 2 3 ...

$ education : int 0 1 1 2 0 2 2 0 2 2 ...

$ occupation: int 1 1 1 1 0 2 1 0 1 1 ...

$ default : Factor w/ 3 levels "no","unknown",..: 2 1 1 1 2 2 1 1 2 1 ...

$ housing : Factor w/ 3 levels "no","unknown",..: 1 3 1 1 1 3 1 3 3 1 ...

$ contact : Factor w/ 2 levels "cellular","telephone": 2 2 2 2 2 2 2 2 2 2 ...

$ quarter : int 0 0 0 0 0 0 0 0 0 0 ...

$ day : int 1 1 1 1 1 1 1 1 1 1 ...

$ duration : int 195 172 160 179 269 145 232 91 214 20 ...

$ campaign : int 1 1 1 1 2 1 1 1 1 1 ...

$ pdays : int 999 999 999 999 999 999 999 999 999 999 ...

$ previous : int 0 0 0 0 0 0 0 0 0 0 ...

$ poutcome : Factor w/ 3 levels "failure","nonexistent",..: 2 2 2 2 2 2 2 2 2 2 ...

$ y : Factor w/ 2 levels "no","yes": 1 1 1 1 1 1 1 1 1 1 ...

$ y\_pred\_num: num 0 0 0 0 0 0 0 0 0 0 ...

> test$y\_predicted<-factor(test$y\_pred\_num, levels=c(0, 1))

> str(test)

'data.frame': 8238 obs. of 18 variables:

$ X : int 20 25 51 54 55 59 66 67 75 85 ...

$ age : int 39 37 54 53 55 55 37 44 37 38 ...

$ marital : Factor w/ 4 levels "divorced","married",..: 3 2 2 3 2 2 2 3 2 3 ...

$ education : int 0 1 1 2 0 2 2 0 2 2 ...

$ occupation : int 1 1 1 1 0 2 1 0 1 1 ...

$ default : Factor w/ 3 levels "no","unknown",..: 2 1 1 1 2 2 1 1 2 1 ...

$ housing : Factor w/ 3 levels "no","unknown",..: 1 3 1 1 1 3 1 3 3 1 ...

$ contact : Factor w/ 2 levels "cellular","telephone": 2 2 2 2 2 2 2 2 2 2 ...

$ quarter : int 0 0 0 0 0 0 0 0 0 0 ...

$ day : int 1 1 1 1 1 1 1 1 1 1 ...

$ duration : int 195 172 160 179 269 145 232 91 214 20 ...

$ campaign : int 1 1 1 1 2 1 1 1 1 1 ...

$ pdays : int 999 999 999 999 999 999 999 999 999 999 ...

$ previous : int 0 0 0 0 0 0 0 0 0 0 ...

$ poutcome : Factor w/ 3 levels "failure","nonexistent",..: 2 2 2 2 2 2 2 2 2 2 ...

$ y : Factor w/ 2 levels "no","yes": 1 1 1 1 1 1 1 1 1 1 ...

$ y\_pred\_num : num 0 0 0 0 0 0 0 0 0 0 ...

$ y\_predicted: Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 1 ...

> test$y1<-factor(test$y\_predicted,labels=c("no","yes"),levels=c(0,1))

> sensitivity(as.integer(test$y), as.integer(test$y1), threshold = 0.5)

[1] 0.9566344

> specificity(as.integer(test$y), as.integer(test$y1), threshold = 0.5)

[1] 0

>

> #Creating a confusion matrix

> Confusion\_Matrix<-table(test$y,test$y\_predicted)

> Confusion\_Matrix

0 1

no 6841 174

yes 559 298

**6841 people did not sign up for the bonds and our model also predicted that, however 559 people didn’t sign up, but our model predicts that they signed up, 174 people signed up for the bonds and our model predicted that they didn’t sign up.**

>

> #calclating Classification rate

> sum(diag(Confusion\_Matrix))/sum(Confusion\_Matrix)

[1] 0.9068852

> #calculating Missclassification rate

> 1-sum(diag(Confusion\_Matrix))/sum(Confusion\_Matrix)

[1] 0.09311484

> table(test$y)

no yes

7333 905

> 7333/8238

[1] 0.8901432

> y\_observed <- test$y

> mean(test$y1==test$y)

> 0.9068852

**6.** Can we improve our prediction accuracy by utilizing the optimalCutoff() function? How about by using a classification tree model instead of a logistic regression?

Solution:

> optcf <- optimalCutoff(test$y,y\_pred\_num)[1]

> ypred21 <- Ifelse(y\_pred\_num > optcf,1,0)

> ypred22 <- factor(ypred21,levels=c(0,1))

> yobs <- test$y

> mean(ypred == yobs)

> 0.9134420

**From the above result of optimalcutoff() function we can say that our prediction efficiency has been improved.**

> install.packages("rpart")

> library(rpart)

> qmodel<-rpart(y~.,method = "class", train1)

> qmodel

n= 32950

node), split, n, loss, yval, (yprob)

\* denotes terminal node

1) root 32950 3684 0 (0.88819423 0.11180577)

2) X< 36224.5 28998 1936 0 (0.93323677 0.06676323)

4) duration< 606.5 26592 821 0 (0.96912605 0.03087395) \*

5) duration>=606.5 2406 1115 0 (0.53657523 0.46342477)

10) duration< 834.5 1273 464 0 (0.63550668 0.36449332) \*

11) duration>=834.5 1133 482 1 (0.42541924 0.57458076) \*

3) X>=36224.5 3952 1748 0 (0.55769231 0.44230769)

6) duration< 165.5 1413 229 0 (0.83793347 0.16206653) \*

7) duration>=165.5 2539 1020 1 (0.40173297 0.59826703)

14) pdays>=513 1774 880 1 (0.49605411 0.50394589)

28) duration< 250.5 631 236 0 (0.62599049 0.37400951) \*

29) duration>=250.5 1143 485 1 (0.42432196 0.57567804) \*

15) pdays< 513 765 140 1 (0.18300654 0.81699346) \*

> printcp(qmodel)
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Classification tree:

rpart(formula = y ~ ., data = train1, method = "class")

Variables actually used in tree construction:

[1] duration pdays X

Root node error: 3684/32950 = 0.11181

n= 32950

CP nsplit rel error xerror xstd

1 0.067725 0 1.00000 1.00000 0.015527

2 0.022937 2 0.86455 0.86699 0.014578

3 0.021580 4 0.81868 0.84881 0.014441

4 0.010000 6 0.77552 0.78990 0.013981

> plotcp(qmodel)

> plot(qmodel, uniform = TRUE, main="Classification Tree")

> text(qmodel,use.n = TRUE, all = TRUE, cex=0.8)

![](data:image/png;base64,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)

#prune the tree

> prune\_t<-prune(qmodel,cp=qmodel$cptable[which.min(qmodel$cptable[,"xerror"]),"CP"])

> plot(prune\_t,uniform = TRUE, main="Prune Tree for kyphosis")

> text(prune\_t,use.n = TRUE, all=TRUE,cex=0.9)
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**From the above outcomes, we think that the classification tree would be better than logistic regression as the efficiency increases by using classification and it also spreads the data into a tree like structure which is easy to understand and can know the probabilities at each node.**
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